General Notes:

Set, map: native log(n) search

Kth: priority queue, binary search.

Palindrome: hash all the strings, compare with reverse. Trie Tree. KMP

Factor: 参照super ugly number, DP

Template:

Kmp:

vector<int> next(l.size(), -1);

int k = -1;

for(int i = 1; i < l.size(); i++) {

while(k >= 0 && l[k + 1] != l[i]) k = next[k];

if (l[k + 1] == l[i]) k++;

next[i] = k;

}

class Solution {

private:

vector<int> makeNext(string s) {

vector<int> next(s.size(), -1);

int k = -1;

for(int j = 1; j < s.size(); j++) {

while (k >= 0 && s[k + 1] != s[j]) k = next[k];

if (s[k + 1] == s[j]) k++;

next[j] = k;

}

return next;

}

public:

int strStr(string haystack, string needle) {

if (needle.empty()) return 0;

if (haystack.empty()) return -1;

int n = haystack.size(), m = needle.size();

vector<int> next = makeNext(needle);

int j = -1;

for(int i = 0; i < n; i++) {

while(j >=0 && haystack[i] != needle[j + 1]) j = next[j];

if (haystack[i] == needle[j + 1]) j++;

if (j == m - 1) return (i - m + 1);

}

return -1;

}

};

251 [Flatten 2D Vector](https://leetcode.com/problems/flatten-2d-vector/)

1)Int x y 存放当前位置, next() 就更新x y的值

2) 用vector<vector<int>>::iterator 和 vector<int>::iterator 判断y到头: y == x->end();

可以再用一个vector<vector<int>>::iterator 而不用cache整个input

272 [Closest Binary Search Tree Value II](https://leetcode.com/problems/closest-binary-search-tree-value-ii/) (H)

1) In order 遍历 维护k priority O(nlog(k))

2) in order 维护list/deque 右进左出 直道不需要进 O(n)

3) BST implement getSuccessor & getPredecessor

两个栈存放successor和predecessor 的path

注意BST和普通tree存parent的方式

331 [Verify Preorder Serialization of a Binary Tree](https://leetcode.com/problems/verify-preorder-serialization-of-a-binary-tree/) (M)

1) Stack 砍叶子 遇到 A # #就变成# 直道最后看是不是只剩#

2) 一个node 产生未来两个# 本身消耗一个#, (#++) 遇到# (#--) 顺序遍历看#够不够

336 [Palindrome Pairs](https://leetcode.com/problems/palindrome-pairs/)

Hash 所有strings, 遍历所有strings, 取逆序 遍历整个长度看左半或右半是否有hash,并且剩余部分isPalindrome 都成立 则push(hash[left], i) or (i, hash[right]).

Edge case: empty string

313 [Super Ugly Number](https://leetcode.com/problems/super-ugly-number/)

参考Ugly Number II

类似DP对于已有res[1..n] 计算res[n + 1]

res[n + 1] 必然是已有的某个res[i] \* 2 或 res[j] \* 3 或 res[k] \* 5 …

取最小的那个, 然后对应index++. 剩下的index 不变, 为未来potential candidate

除非candidate正好等于当前res, 那么skip, index++;

316 [Remove Duplicate Letters](https://leetcode.com/problems/remove-duplicate-letters/)

public **class** **Solution** {

public String removeDuplicateLetters(String s) {

int[] cnt = new int[26];

int pos = 0; // the position **for** the smallest s[i]

**for** (int i = 0; i < s.length(); i++) cnt[s.charAt(i) - 'a']++;

**for** (int i = 0; i < s.length(); i++) {

**if** (s.charAt(i) < s.charAt(pos)) pos = i;

**if** (--cnt[s.charAt(i) - 'a'] == 0) **break**;

}

**return** s.length() == 0 ? "" : s.charAt(pos) + removeDuplicateLetters(s.substring(pos + 1).replaceAll("" + s.charAt(pos), ""));

}

}

找到第一个即将绝种的字母, 那么,在它之前的所有字母在它之后都会至少出现一次,那么,之前有a肯定拿a,因为a后面的字母后面都会有.

对于比它打的字母没必要让它们出现在之前,但是比它小的字母,肯定选在让它们出现在之前而不是这个位置以后.所有小的里面,有a上a有b上b.因为你至少需要在这个位置上选择这个即将绝种的字母,之前有小的肯定要拿.

309 [Best Time to Buy and Sell Stock with Cooldown](https://leetcode.com/problems/best-time-to-buy-and-sell-stock-with-cooldown/)

4种操作 buy sell cd idle

3 dp array represent max profit end with “buy, sell and cd”

buy[0] = -prices[0], sell[0] = 0, cd[0] = 0;

for(int i = 1; i < n; i++) {

buy[i] = max(cd[i - 1] - prices[i], buy[i - 1]);

sell[i] = max(buy[i - 1] + prices[i], sell[i - 1]);

cd[i] = max(cd[i - 1], sell[i - 1]);

}

return max(sell[n - 1], cd[n - 1]);

后续: 转换为3个变量instead of array

2) state machine

![enter image description here](data:image/png;base64,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)

s1[0] = -prices[0];

s0[0] = 0;

s2[0] = INT\_MIN;

**for** (**int** i = 1; i < prices.size(); i++) {

s0[i] = max(s0[i - 1], s2[i - 1]);

s1[i] = max(s1[i - 1], s0[i - 1] - prices[i]);

s2[i] = s1[i - 1] + prices[i];

}

**return** max(s0[prices.size() - 1], s2[prices.size() - 1]);

转移方程有一些不同, due to definition. 方法一按definition好理解